人工智能第七次实验报告

逻辑回归 Logistic Regression

**逻辑回归（Logistic Regression）**是用于处理因变量为分类变量的回归问题，常见的是二分类或二项分布问题，也可以处理多分类问题，它实际上是属于一种分类方法。  
二分类问题的概率与自变量之间的关系图形往往是一个S型曲线，如图所示，采用的Sigmoid函数实现。  
logistic回归又称logistic回归分析，主要在流行病学中应用较多，比较常用的情形是探索某疾病的危险因素，根据危险因素预测某疾病发生的概率，等等。例如，想探讨胃癌发生的危险因素，可以选择两组人群，一组是胃癌组，一组是非胃癌组，两组人群肯定有不同的体征和生活方式等。这里的因变量就是--是否胃癌，即“是”或“否”，为两分类变量，自变量就可以包括很多了，例如年龄、性别、饮食习惯、幽门螺杆菌感染等。自变量既可以是连续的，也可以是分类的。通过logistic回归分析，就可以大致了解到底哪些因素是胃癌的危险因素。  
与多重线性回归的比较  
logistic回归(Logistic regression) 与多重线性回归实际上有很多相同之处，最大的区别就在于他们的因变量不同，其他的基本都差不多，正是因为如此，这两种回归可以归于同一个家族，即广义线性模型（generalized linear model）。这一家族中的模型形式基本上都差不多，不同的就是因变量不同，如果是连续的，就是多重线性回归，如果是二项分布，就是logistic回归，如果是poisson分布，就是poisson回归，如果是负二项分布，就是负二项回归，等等。只要注意区分它们的因变量就可以了。[1]  
logistic回归的因变量可以是二分非线性差分方程类的，也可以是多分类的，但是二分类的更为常用，也更加容易解释。所以实际中最为常用的就是二分类的logistic回归。

源代码：#include <iostream>

#include <string>

#include <fstream>

#include <sstream>

#include <vector>

#include <cmath>

template <typename DataType>

double sigmoid(DataType z) {

return 1.0/(1+exp((-1)\*z));

}

template <typename DataType, typename WeightType>

double getMatResult(typename::std::vector<DataType> &data, typename::std::vector<WeightType> &weights) {

double result=0.0;

for(size\_t i=0;i<data.size();++i) {

result+=data.at(i)\*weights.at(i);

}

return result;

}

template <typename DataType>

void DisplayData(typename::std::vector<std::vector<DataType> > &vv) {

std::cout<<"the number of data: "<<vv.size()<<std::endl;

for(size\_t i=0;i<vv.size();++i) {

for(typename::std::vector<DataType>::iterator it=vv[i].begin();it!=vv[i].end();++it) {

std::cout<<\*it<<" ";

}

std::cout<<std::endl;

}

}

template <typename DataType, typename WeightType>

double CostFun(typename::std::vector<std::vector<DataType> > &vv, typename::std::vector<WeightType> &v\_weights) {

double J=0.0;

typename::std::vector<DataType> v\_x;

for(size\_t i=0;i<vv.size();++i) {

v\_x.clear();

v\_x.push\_back(vv[i][0]);

v\_x.push\_back(vv[i][1]);

v\_x.push\_back(vv[i][2]);

double z=getMatResult(v\_x,v\_weights);

J=J+vv[i][3]\*log2(sigmoid(z))+(1-vv[i][3])\*log2(1-sigmoid(z));

}

J=-J/vv.size();

return J;

}

int main() {

std::ifstream infile\_feat("train.data");

std::string feature;

float feat\_onePoint;

std::vector<float> lines;

std::vector<double> v\_weights;

std::vector<std::vector<float> > lines\_feat;

lines\_feat.clear();

v\_weights.clear();

for(size\_t i=0;i<3;++i) {

v\_weights.push\_back(1.0);

}

while(!infile\_feat.eof()) {

getline(infile\_feat, feature);

if(feature.empty())

break;

std::stringstream stringin(feature);

lines.clear();

lines.push\_back(1.0);

while(stringin >> feat\_onePoint) {

lines.push\_back(feat\_onePoint);

}

lines\_feat.push\_back(lines);

}

infile\_feat.close();

std::cout<<"display train data: "<<std::endl;

DisplayData(lines\_feat);

double res=CostFun(lines\_feat, v\_weights);

std::cout<<"the value of cost function: "<<res<<std::endl;

std::vector<double> v\_x;

while(true) {

double grad0=0.0,grad1=0.0,grad2=0.0;

for(size\_t i=0;i<lines\_feat.size();++i) {

v\_x.clear();

v\_x.push\_back(lines\_feat[i][0]);

v\_x.push\_back(lines\_feat[i][1]);

v\_x.push\_back(lines\_feat[i][2]);

grad0+=(lines\_feat[i][3]-sigmoid(getMatResult(v\_x,v\_weights)))\*lines\_feat[i][0];

grad1+=(lines\_feat[i][3]-sigmoid(getMatResult(v\_x,v\_weights)))\*lines\_feat[i][1];

grad2+=(lines\_feat[i][3]-sigmoid(getMatResult(v\_x,v\_weights)))\*lines\_feat[i][2];

}

grad0=grad0/lines\_feat.size();

grad1=grad1/lines\_feat.size();

grad2=grad2/lines\_feat.size();

//0.03为学习率阿尔法

v\_weights[0]=v\_weights[0]+0.03\*grad0;

v\_weights[1]=v\_weights[1]+0.03\*grad1;

v\_weights[2]=v\_weights[2]+0.03\*grad2;

double res\_new;

res\_new=CostFun(lines\_feat,v\_weights);

if(std::abs(res\_new-res)<0.0000000001)

break;

res=res\_new;

}

for(size\_t i=0;i<3;++i) {

std::cout<<v\_weights.at(i)<<" ";

}

std::cout<<std::endl;

lines\_feat.clear();

infile\_feat.open("test.data");

while(!infile\_feat.eof()) {

getline(infile\_feat, feature);

if(feature.empty())

break;

std::stringstream stringin(feature);

lines.clear();

lines.push\_back(1.0);

while(stringin >> feat\_onePoint) {

lines.push\_back(feat\_onePoint);

}

lines\_feat.push\_back(lines);

}

infile\_feat.close();

std::cout<<"display test data: "<<std::endl;

DisplayData(lines\_feat);

for(size\_t i=0;i<lines\_feat.size();++i) {

v\_x.clear();

v\_x.push\_back(lines\_feat[i][0]);

v\_x.push\_back(lines\_feat[i][1]);

v\_x.push\_back(lines\_feat[i][2]);

res=getMatResult(v\_x,v\_weights);

double lable=sigmoid(res);

for(size\_t j=0;j<4;++j) {

std::cout<<lines\_feat[i][j]<<" ";

}

if(lable>0.5)

std::cout<<" 1"<<std::endl;

else

std::cout<<" 0"<<std::endl;

}

return 0;

}

运行结果：![](data:image/png;base64,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)